Abstract

Testing and static analysis can help root out bugs in programs, but not in data. We introduce data debugging, an approach that combines program analysis and statistical analysis to find potential data errors. Since it is impossible to know a priori whether data are erroneous or not, data debugging locates data that has an unusual impact on the computation. Such data is either very important, or wrong. Data debugging is especially useful in the context of data-intensive programming environments that intertwine data with programs in the form of queries or formulas. We present the first data debugging tool, CHECKCELL, an add-in for Microsoft Excel. CHECKCELL colors cells red when they have an unusually high impact on the spreadsheet’s computations. CHECKCELL is both analytically and empirically fast and effective; in a case study, it automatically identifies a key flaw in the infamous Reinhart and Rogoff spreadsheet.

Problem: Locating Input Errors

Most work in the programming language community has focused on ways to discover whether the program performing the computation is correct. However, a program is just one part of a computation. Existing tools ignore the correctness of program inputs. Unlike programs, data cannot be easily tested or analyzed for correctness.

Data errors are especially problematic in data-intensive programming environments like databases, spreadsheets, and certain scientific computations. The results produced by the computations—queries, formulas, charts, and other analyses—may be rendered invalid by data errors. These errors can be costly: errors in spreadsheet data alone have led to losses of millions of dollars [5][6]. As the importance of these applications grow, the scarcity of tools for finding input errors is an increasingly urgent problem.

Our Approach

We present data debugging, an approach for locating potential input errors. Since it is impossible to know a priori whether data are erroneous or not, data debugging does the next best thing: locating data that has an unusual impact on the computation. Intuitively, data that has an inordinate impact on the final result is either very important, or it is wrong. By contrast, wrong data whose presence has no particularly unusual effect on the final result does not merit special attention. Data debugging combines data dependence analysis and statistical analysis to find and highlight data proportional to the severity of its impact on the results of a computation.

After building a data dependence graph of the computations, data debugging measures data impact by replacing data items with data chosen from the same input group (e.g., an input vector) and observing the resulting changes in computations that depend on that data. This nonparametric approach lets data debugging find errors in both numeric and non-numeric data, without any requirement that data follow any particular statistical distribution. Data debugging pinpoints problems within the data itself.

CheckCell: Data Debugging for Spreadsheets

We built a prototype data debugging tool for Excel called CHECKCELL. CHECKCELL interactively guides a user to fix unusual inputs, highlighted in bright red (Figure 1).

Data debugging reduces effort and error. Since CHECKCELL cannot fix errors without user feedback, we evaluated it with a simulated user who knows the correct value to input once the error has been identified by the tool. We employed human workers via Amazon’s Mechanical Turk crowdsourcing platform to generate errors, which we then inserted into a random selection of spreadsheets from the EUSES cor-

Figure 1. A sample spreadsheet from the EUSES corpus with a real typographical error, which CHECKCELL highlights in red.
We applied CheckCell to the Reinhart-Rogoff spreadsheet. CheckCell singled out one cell in bright red, identifying it as a value with an unusual impact on the final result. We reported this to Michael Ash, one of the UMass economists involved in debunking the Reinhart-Rogoff study, who confirmed that this value indicated a key methodological problem in the spreadsheet that they identified through extensive manual auditing [1].

**Data debugging is fast.** To measure the runtime of CheckCell, we ran it on a selection of 30 spreadsheets drawn randomly from the EUSES corpus. For 18 of the 26 benchmarks, CheckCell takes 30 seconds or less to complete. Its runtime is less than two minutes for all but three of the spreadsheets. The average runtime over all spreadsheets is 49 seconds; without the three outliers, it is 21 seconds. The time cost of CheckCell is largely dominated to the cost of the impact analysis, which depends on the number of inputs.

**Potential Applications**

We plan to explore data debugging for other data-intensive domains, including scientific computing environments like R and database management systems.

All of these domains will require tailoring of the existing algorithms to their particular context. For databases, we plan to treat as computations both stored procedures and cached queries. While it is straightforward to apply data debugging to databases when queries have no side effects, handling queries that do modify the database will take some care in order to avoid an excessive performance penalty. We are exploring piggybacking our analysis on database transactions, which allow efficient use of concurrent resources and rollback to avoid mutating the database.
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